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# Постановка задачи

Зашифровать и расшифровать введенных текст. Для шифрования текста производить его запись в квадратную матрицу и начиная с центрального элемента матрицы раскрывать по спирали в случайном направлении и записывать результат раскрытия в строку.

Шифрование:

Ввод: Текст для шифрования.

Вывод: Зашифрованный текст.

# Описание алгоритмов

Таблица – Описание алгоритмов

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № | Наименование  алгоритма | Назначение  Алгоритма | Формальные  параметры | Рекомендуемый  тип реализации |
| 1 | Основной  алгоритм | Ввод шифруемой строки. Вызов алгоритмов:  Createarray  (entestring,first, lengthAr,NArray)  Createstr  (CArray, lengthStrInAr, totalstr)  Cypher  (CArray,sim,  lengthAr, firststatus, totalstr, direction)  Uncpher  (CArray,lengthAr,  sim, totalstr, status,  direction) |  |  |
| 2 | Createarray  (entestring,  first, lengthAr, NArray) | Преобразование введенной строки entestring в квадратную матрицу NArray размера lengthAr | entestring,  first, lengthAr, NArray  Возвращаемые параметры:  NArray, lengthAr | Процедура |
| 3 | Createstr  (CArray, lengthStrInAr, totalstr) | Преобразование матрицы CArray в строку totalstr | CArray, lengthStrInAr, totalstr  Возвращаемые параметры:  totalstr | Процедура |
| 4 | Cypher  (CArray, sim,  lengthAr, firststatus, totalstr,  direction) | Шифрование текста в матрице CArray и занесение результата шифрования в  Totalstr | CArray, sim,  lengthAr, firststatus, totalstr,  direction  Возвращаемые параметры:  Totalstr, firststatus, direction | Процедура |
| 5 | Uncpher  (CArray,  lengthAr,sim, totalstr, status,  direction) | Раcшифровка текста в матрице CArray и занесение результата шифрования в  Totalstr | CArray,  lengthAr,sim, totalstr, status,  direction  Возвращаемые параметры:  Totalstr | Процедура |

# Результаты расчетов и тестирование программы

## Тест 1

Исходные данные: “Hello,world!”

Ожидаемый результат:

Enter string:

Hello,world!

The encrypted string:

!w d olleH,l ro
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Hello,world

Полученный результат:

## Тест 2

Исходные данные:

Если жизнь тебя обманет,

Не печалься, не сердись!

В день уныния смирись:

День веселья, верь, настанет.

Сердце в будущем живёт;

Настоящее уныло:

Всё мгновенно, всё пройдёт;

Что пройдёт, то будет мило.

Пушкин

Ожидаемый результат: Зашифрованная строка

Полученный результат:

![](data:image/png;base64,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)

Приложение А

(обязательное)

Исходный код программы

**Program** Cipher;

{$APPTYPE CONSOLE}

**Uses**

SysUtils,

math;

**Type**

TArD=**array of array of** char;

TStat = 1..4;

**Var**

lengthAr:integer;

frontstring:string;

NArray,totalArray:TArD;

totalstr:string;

firststatus:TStat;

direction:integer;

{Создание и заполнение массива значениями из строки}

**procedure** createarray(enterstring:string;first:boolean;

**var** NArray:TArD;**var** lengthAr:integer);

**var**

i,j,border:integer;

**begin**

lengthAr:=ceil(sqrt(length(enterstring)));

**if** (lengthAr **mod** 2)= 0 **then**

lengthAr:=lengthAr+1;

setlength(NArray,lengthAr,lengthAr);

**if** first **then**

**begin**

border:=1;

**for** i:=0 **to** lengthAr-1 **do**

**for** j:=0 **to** lengthAr-1 **do**

**begin**

**if** border <= length(enterstring) **then**

NArray[i,j]:=enterstring[border]

**else**

NArray[i,j]:=' ';

border:=border+1;

**end**;

**end**;

**end**;

**procedure** createstr(CArray:TArD;lengthStrInAr:integer; **var** totalstr:string);

**var**

i,j:integer;

**begin**

totalstr:='';

**for** i:=0 **to** lengthStrInAr-1 **do**

**for** j:=0 **to** lengthStrInAr-1 **do**

totalstr:=totalstr + CArray[i,j]

**end**;

{Шифрование}

**procedure** cypher(CArray:TArD;lengthAr,sim:integer; **var** firststatus:TStat;

**var** totalstr:string; **var** direction:integer);

**Var**

status:TStat;

centr,x,y,number,step,range,rangestep:integer;

**begin**

randomize;

firststatus:=random(4)+1;

direction:=random(2); //0 против 1 по

status:=firststatus;

totalstr:='';

centr:=(sqr(lengthAR)+1) **div** 2;

x:=ceil(centr/lengthAr);

y:= centr **mod** lengthAr;

randomize;

number:=1;

{step - сколько шагов сделано в закономерности <2}

step:=0;

{range - зависимое значение от step, барьер для rangestep}

range:=1;

rangestep:=1;

totalstr:=totalstr + CArray[y-1,x-1];

**while** number<sqr(lengthAR) **do**

**begin**

**while** (rangestep<=range) **and** (number<sqr(lengthAR)) **do**

**begin**

**if** status = 1 **then** //up

dec(y)

**else**

**if** status =2 **then** //left or rigth

**begin**

**if** direction=0 **then**

dec(x)

**else**

inc(x);

**end**

**else**

**if** status = 3 **then** //down

inc(y)

**else**

**if** status = 4 **then** //rigth or left

**begin**

**if** direction=0 **then**

inc(x)

**else**

dec(x);

**end**;

totalstr:=totalstr + CArray[y-1,x-1];

inc(rangestep);

inc(number);

**end**;

inc(step);

rangestep:=1;

inc(status);

**if** step>=2 **then**

**begin**

inc(range);

step:=0;

**end**;

**if** status>4 **then**

status:=low(status);

**end**;

**end**;

**procedure** uncypher(CArray:TArD;lengthAr,sim:integer;

**var** totalstr:string;status:TStat;direction:integer);

**Var**

centr,x,y,number,step,range,rangestep:integer;

**begin**

centr:=(sqr(lengthAR)+1) **div** 2;

x:=ceil(centr/lengthAr);

y:= centr **mod** lengthAr;

number:=1;

{step - сколько шагов сделано в закономерности <2}

step:=0;

{range - зависимое значение от step, барьер для rangestep}

range:=1;

rangestep:=1;

CArray[y-1,x-1]:=totalstr[number];

inc(number);

**while** number<=sqr(lengthAR) **do**

**begin**

**while** (rangestep<=range) **and** (number<=sqr(lengthAR)) **do**

**begin**

**if** status = 1 **then** //up

dec(y)

**else**

**if** status =2 **then** //left or rigth

**begin**

**if** direction=0 **then**

dec(x)

**else**

inc(x);

**end**

**else**

**if** status = 3 **then** //down

inc(y)

**else**

**if** status = 4 **then** //rigth or left

**begin**

**if** direction=0 **then**

inc(x)

**else**

dec(x);

**end**;

CArray[y-1,x-1]:=totalstr[number];

inc(rangestep);

inc(number);

**end**;

inc(step);

rangestep:=1;

inc(status);

**if** step>=2 **then**

**begin**

inc(range);

step:=0;

**end**;

**if** status>4 **then**

status:=low(status);

**end**;

**end**;

**Begin**

writeln('Enter string');

readln(frontstring);

createarray(frontstring,true,NArray,lengthAr);

writeln('The encrypted string:');

cypher(NArray,lengthAr,length(frontstring),

firststatus,totalstr,direction);

writeln(totalstr);

createarray(totalstr,false,totalArray,lengthAr);

writeln('The decrypted string');

uncypher(totalArray,lengthAr,length(totalstr),

totalstr,firststatus,direction);

createstr(totalArray,lengthAr,totalstr);

writeln(totalstr);

readln;

**End**.